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Program functions
If you have come across large access lists or object groups that are part of them more than once, then you probably wondered if there is a tool that allows you to
determine whether an access list will skip a certain package and which lines will be triggered.

Of course, such tools exist and fully or partially solve the listed tasks. However, they tend to be part of a powerful network management “combine”, 90% of which is
not normally used.

No one forbids the use of regular expressions to search for specific strings of an access list directly from the console of a network device. But this method will
provide a very superficial result. For example, it will not display the access of a host that falls within the netmask or a port that falls within the range. Moreover, in
this way it is impossible to display all existing accesses between two given nodes or networks. An experienced network administrator is aware of the ineffectiveness
of the method of simple parsing of the access list for such tasks.

This small utility was created precisely for this – to find the lines of the access list that allow or deny certain network traffic, and even more – to identify all the lines
related to accesses between the givendots.

The idea is simple: the program finds rows of an access list that meet a given criterion. The criterion itself looks like an access list string, but without using the
“permit” or “deny” operator.

If you regularly add network rules to the access list without checking their existence, then the access lists will contain a large number of redundant rules. To solve
this problem, the program implements the functionality of analyzing the access list for redundancy. With its help, you can identify unnecessary rules and free up
hardware resources.

When using object groups in the ACL, the program needs to transfer (copy) their composition. In the final ACL, such groups will be represented by elementary
rules.

Program interface

Fig. 1 Main window

Figure 1 shows the main program window with the following elements:

1 – input field of the access list

2 – input field of object-groups

3 – start access-list recognition

4 – the output field of the recognized access-list

5 – one-line input field of the condition

6 – multi-line list of conditions input

7 – direct condition check

8 – reverse check of condition

9 – check result field
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10 – scale of positioning of triggered ACL lines

11 – field for viewing details of triggered ACL lines

12 – analysis of ACL conflicts and redundancy

13 – ordering ACL lines according to various criteria

14 – pointer of the current active condition in the multi-line list (6)

15 – field for short designation of the results of checking the list of conditions (6)

16 – mask type switch

17 – switch for checking source and destination addresses

18 – ignore ACL lines with ICMP in partial address match mode

19 – choosing options for using the ACL name in CLI commands

20 – displaying object groups used in the recognized ACL

21 – display of supported protocols, as well as types and codes of ICMP

22 – ACL recognition error output field

23 – switch for analysis of individual ports from the set

24 – switch for analysis of partially overlapping port ranges

25 – switch of the check mode for an incomplete set of ports

26 – display reflected ACL (source and destination are swapped)

Basic steps
The original access-list must be copied to field 1. If it contains object-groups, then their composition must be copied to field 2. ACL and object-groups can be copied
both from the device configuration (“show running-config”, “show startup-config ”), and from the result of the commands“ show access-lists ”,“ show object ”.

The following is an example of the output of the “show running-config” command valid for use in field 1:

ip access-list extended ACL 
permit icmp host 172.16.0.6 host 172.21.0.6 
permit ip host 172.16.0.6 host 172.21.0.1 
permit tcp host 192.168.8.15 range 1024 65534 host 192.168.66.47 
permit tcp 192.168.8.0 0.0.0.255 eq 22 1521 3389 addrgroup ADMIN_BSD 
permit tcp host 192.168.8.12 eq 1521 192.168.83.20 0.0.0.1

The same access-list with the “show access-lists” command:

Extended IP access list ACL 
10 permit icmp host 172.16.0.6 host 172.21.0.6 
20 permit ip host 172.16.0.6 host 172.21.0.1 (32 matches) 
30 permit tcp host 192.168.8.15 range 1024 65534 host 192.168.66.47 
40 permit tcp 192.168.8.0 0.0.0.255 eq 22 1521 3389 addrgroup ADMIN_BSD (1 match) 
50 permit tcp host 192.168.8.12 eq 1521 192.168.83.20 0.0.0.1

Masks expressed by prefix length (CIDR records) are also supported:

ip access-list ACL
permit icmp 172.16.0.6/32 172.21.0.6/32
permit ip 172.16.0.6/32 172.21.0.1/32
permit tcp 192.168.8.15/32 range 1024 65534 192.168.66.47/32
permit tcp 192.168.8.0/24 eq 22 1521 3389 addrgroup ADMIN_BSD
permit tcp 192.168.8.12/32 eq 1521 192.168.83.20/31

An example of the result of the “show running-config” command valid for use in field 2:

object-group ip address ADMIN_BSD 
host-info 10.237.92.131 
host-info 10.22.145.132 
host-info 10.22.145.136 
host-info 10.22.145.141

The contents of the “show object-group” command output:

IP address object group ADMIN_BSD 
host 10.237.92.131 
host 10.22.145.132 
host 10.22.145.136 
host 10.22.145.141

Other object group formats are also valid.

An example of a valid “show running-config” command snippet:

object-group network Servers 
host 10.15.12.5 
host 10.15.5.11 
host 10.15.4.2 
host 10.15.7.34 

object-group service Ports1 
tcp-udp eq domain 
tcp-udp eq 88 
udp range 3268 3269 
tcp gt 49151

An example of the same “show object-group” command snippet:

Network object group Servers 
host 10.15.12.5 
host 10.15.5.11 
host 10.15.4.2 
host 10.15.7.34 

Service object group Ports1 
tcp-udp eq domain 
tcp-udp eq 88 



Fig. 2 The rows received from the group.

Fig. 3 List of used object-groups

udp range 3268 3269 
tcp gt 49151

Nested groups are also supported:

object-group network zzz 
5.5.5.0 255.255.255.0 
host 6.6.6.6 

object-group network yyy 
host 3.3.3.3 
group-object zzz 

object-group network xxx 
host 1.1.1.1 
group-object zzz 
group-object yyy 

permit udp any object-group xxx eq 21 
permit tcp object-group xxx host 7.7.7.7 eq ftp 
permit tcp object-group xxx object-group xxx eq 22 
permit tcp object-group yyy object-group xxx eq ftp

After copying the ACL and object-groups, press the button 3. As a result, the access-list will be recognized and displayed in expanded form (in the case of using
object-groups) in field 4. If errors occurred during the recognition stage, they will be displayed in field 22 The error result can be copied to the clipboard.
If the line numbering is violated, the program will offer to renumber them automatically.

Lines obtained from object-groups are padded in front with the digit “0” (Fig. 2).

If the access list is copied together with its title, then button 19 is activated, which allows using the configuration commands containing the name of the access list.
You can view the list of object-groups used in the access-list by pressing button 20 (Fig. 3).

The names of the objects used in the access list will be displayed in an ordered manner in the left part of the window. Selecting the appropriate group will show its
details on the right side of the window.

After the access list is recognized, in field 5 it is necessary to enter a condition for searching for the access we are interested in and press the button 7 or the
“Enter” key. The access search result will be displayed in the check results field 9. The color of this field changes depending on the type of result (allowed, blocked,
error). If there is a permitting or blocking rule, more detailed information about it will appear in field 11. The location of the triggered lines in the access list can be
determined by scale 10. Calling the “Show result” context menu by right-clicking on field 9 or 11 displays a separate window with details of the test result. It contains
ACL lines that match the search condition. The same function is performed by double clicking on field 9. This window is displayed automatically,if the condition
check is started by pressing the “Alt + Enter” combination. You can close this window with the “Esc” key.

If a mask incompatible with the address is found, a message will be displayed about this (Fig. 4). The program will suggest the correct values for the address or
mask.

Fig.4 Incompatible address or mask.

Example 1. Checking the existence of access between specified hosts on
specific ports
Suppose we are interested in the availability of access from host 192.168.1.2 via TCP port 1521 to server 192.168.2.2 in the following access list:

ip access-list extended ACL 
10 permit tcp 192.168.1.0 0.0.0.255 192.168.2.0 0.0.0.255 range 1521 1522 
20 permit tcp host 192.168.1.2 any 
30 permit tcp host 192.168.1.3 any eq 1521

Copy the access list into field 1 and press button 3. In field 5 enter the following condition:

tcp host 192.168.1.2 gt 1023 host 192.168.2.2 eq 1521

Press button 7 or the “Enter” key.

Field 9 displays the result:

Allowed at line 1: 10 permit tcp 192.168.1.0 0.0.0.255 192.168.2.0 0.0.0.255 range 1521 1522 
There are other matches
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Here the value “1:” is the result of the sequential line numbering of the recognized ACL, and “10” is the line number in the original ACL. The inscription “There are
other matches” means that there are other lines in the ACL, in which our condition could theoretically be triggered. The results of matching rules can be viewed in
field 11. If you call the context menu on this field (with the right mouse button) and select “Show result”, an additional window will appear with a selection of the
triggered ACL lines. For field 9, the same context menu is available, or double click.

Access checking can also be performed by a set of ports. This will find ACL lines containing all ports from the set specified in the condition. Lines containing an
incomplete set of ports will not be displayed. This behavior of the program can be changed by activating the switch for partial matching of ports 25 (Fig. 1).

We activate switch 25 and enter the condition in field 5:

tcp host 192.168.1.3 gt 1023 host 192.168.2.2 eq 1522 1521

Field 9 will display the resul:

Allowed at line 1: 10 permit tcp 192.168.1.0 0.0.0.255 192.168.2.0 0.0.0.255 range 1521 1522 
Partial matches were also found

If you open the results details window (for example, by double-clicking on field 9), the following result will be displayed:

+ 10 permit tcp 192.168.1.0 0.0.0.255 192.168.2.0 0.0.0.255 range 1521 1522 
^ 30 permit tcp host 192.168.1.3 any eq 1521

Here, a line marked with a “^” means a match with an incomplete set of ports.

Example 2. Determination of nodes of a given network to which there is
access on a specific port
Consider a situation when you need to find out which servers on the 192.168.2.0 / 24 network are accessible via SSH (TCP 22). The access list is as follows:

ip access-list extended ACL 
10 permit tcp 192.168.1.0 0.0.0.255 192.168.2.0 0.0.0.255 range 1521 1522 
20 permit tcp any 192.168.2.0 0.0.0.3 eq 22 3389 
30 permit tcp host 192.168.1.3 host 192.168.2.254 
40 permit tcp host 192.168.1.10 any

Copy the access list into field 1 and press button 3.

We activate switch 17. The algorithm will take into account ACL lines in which the source and destination IP addresses fully or partially fall within the range of
addresses specified in the condition.

In field 5, enter the following condition:

tcp any gt 1023 any eq 22

Press button 7 or the “Enter” key.

Field 9 displays the result:

Block

The results of matching rules can be viewed in field 11. If you open the context menu on this field (with the right mouse button) and select “Show result”, an
additional window will appear with a selection of triggered ACL lines. Symbol “?” in this window means partial match by addresses.

If you activate both switches of the “Partial match” group 17 and 25, then ACL lines that match partially in addresses and partially in ports will be marked with a dot
(symbol “.”) In the results. Symbols are displayed at the bottom of the test results details window.

Example 3. Determination of accesses open between certain nodes
Let’s find out what accesses are open from the 192.168.1.10 host to the 192.168.2.254 host in the following ACL:

ip access-list extended ACL 
10 permit tcp 192.168.1.0 0.0.0.255 192.168.2.0 0.0.0.255 range 1521 1522 
20 permit tcp any 192.168.2.0 0.0.0.3 eq 22 3389 
30 permit tcp host 192.168.1.3 host 192.168.2.254 
40 permit tcp host 192.168.1.10 any

Copy the access list into field 1 and press button 3.

We activate switch 17.

In field 5, enter the following condition:

ip host 192.168.1.10 host 192.168.2.254

The method consists in treating a given condition as an access list, and each line of the original ACL as a separate condition. In other words, the condition and the
ACL are role swapped. That is why the button (8), which solves this problem, is called “Inverse check”.

Press button 8 or the “Ctrl-Enter” combination.

Field 9 displays the result:

Block

The results of matching rules can be viewed in field 11. If you open the context menu on this field (with the right mouse button) and select “Show result”, an
additional window will appear with a selection of triggered ACL lines. Symbol “?” in this window means partial match by addresses.

An important requirement for such a check is the need to activate switch 17.

Often, for the network to function properly, it is necessary to open ICMP completely for all segments. The verification of IP accesses between hosts described in this
section will, among other results, reflect the triggering of such ICMP rules. If ICMP is open across the entire network infrastructure, then the presence of ICMP
accesses can be considered by default and not displayed in the results of the analysis of access lists. To ignore ICMP accesses, switch 18 is provided.

Multi-line list of conditions (field 6)
The list of conditions (6) is designed to enter several conditions and check them sequentially. The method is suitable for checking a certain template set of
accesses, or for comparing different accesses that have small differences. To enter each next condition (new line), the combination “Shift + Enter” is provided.
Pasting text from the clipboard is supported. To check a condition from the list, place the cursor on it and press the 7 (Enter) or 8 (Ctrl + Enter) button. In field 15,
opposite the condition line, the corresponding result symbol will be displayed. It will persist until the condition is changed on that line in the list. Marker 14
indicates an active condition in the list. Pressing the ‘Enter’ (‘Ctrl + Enter’) key together with the ‘Alt’ key automatically displays a separate window with the details of
the test results, which can be closed by pressing the ‘Esc’ key.



Fig. 5 Sort window

Fig. 6 Sorting result

Fig. 7 Sorting result in the presence of object-groups

Sort (button 13)
The recognized access-list, displayed expanded in field 4, can be ordered according to various criteria and their combinations. Pressing the sort button (13) opens
an additional window (see Fig. 5).

1-7 – buttons for including elements in the sorting chain 
8 – displaying the original line numbers 
9 – grouping mode of sorting results 
10 – collapsing into object groups 
11 – output of CLI commands necessary for sorting the access list “for free” without completely replacing it. The set of rows to be moved is selected taking into
account the least number of permutations. 
12 – output content to notepad

Each next criterion in the chain is selected by the corresponding button.

Consider the following access list:

1 permit udp 192.168.8.0 0.0.0.255 host 192.168.38.24 eq syslog 
2 permit tcp 192.168.8.0 0.0.0.255 host 192.168.38.23 eq 1514 
3 permit tcp 192.168.8.0 0.0.0.255 host 192.168.38.24 eq 1514 
4 permit tcp 192.168.8.0 0.0.0.255 host 192.168.38.23 eq 4041 
5 permit tcp 192.168.8.0 0.0.0.255 host 192.168.12.26 
6 permit ip 192.168.8.0 0.0.0.255 192.168.41.0 0.0.0.255 
7 permit ip 192.168.8.0 0.0.0.255 host 192.168.41.31

To sort these lines first by destination IP address, and then by protocol, you must press buttons 5 and 1 in sequence. The result is shown in Figure 6.

The numbers in parentheses on the corresponding buttons indicate the position of the item in the sorting chain. Disabling an item from the chain also excludes all
items with numbers higher than the disabled one.

Option 10 is for sorting ACLs while preserving object groups. First, strings with object groups are transformed into elementary rules. After that, the ordering of the
lines is performed. At this point, the lines obtained from the same source line with the object group end up in different places in the ACL. In such a situation, the
location of the line with the object group in the sorted ACL is determined by the maximum concentration of rules derived from the original line.

Consider the following ACL:

ip access-list extended Test_ACL 
10 permit tcp 192.168.8.0 0.0.0.255 eq 1521 addrgroup Empl_Center 
20 permit udp 192.168.5.0 0.0.0.255 host 10.232.202.18 
30 permit udp 192.168.8.0 0.0.0.255 host 192.168.7.34 eq ntp domain 
40 permit tcp host 192.168.8.21 addrgroup HB_WEB_DMZ eq 12040 12060 
50 permit tcp 192.168.8.0 0.0.0.255 eq 1521 host 10.237.49.254

Having the following object groups:

object-group ip address Empl_Center 
host-info 10.237.49.100 
host-info 10.237.49.6 
host-info 10.237.130.15 

object-group ip address HB_WEB_DMZ 
host-info 10.232.202.12 
host-info 10.232.202.16 
host-info 10.232.202.19

Sorting by destination address (button “dst addr”) will display the following result (Fig. 7):

The presence of “0” at the beginning of lines means that the line was obtained by extracting the contents of object groups. Notice how the position of the original
lines 20 and 40 has changed.

Let’s activate the collapsing of the results back into object-groups (switch 10). We get the following result (Fig. 8):
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Fig. 8 Result of sorting with support of object-groups

Fig. 9 Conflicts message

Fig. 10 Conflict analysis results window

Fig. 11 Analysis results window

Fig. 12 Detailing string analyzing

In real life, the ordering of an ACL containing object groups can result in a large variation in the lines retrieved from those object groups. In the sorted ACL, the new
place for folding such lines back into object-groups, the algorithm selects the expanded line to which the other lines of its group are closest.

To use the resulting ordered ACL, simply uncheck the line numbering box and copy the content.

In an production environment, there may be a limitation that does not allow the temporary removal of the access list from the equipment interface in order to
organize it. To do this, use the button 11 “CLI” (Fig. 5), which displays the CLI commands necessary for sorting the access-list “for free” without completely replacing
it. The set of rows to be moved is chosen by the algorithm taking into account the least number of permutations. In our case, the output will be as follows:

ip access-list extended TestACL 
no 40 
no 30 

ip access-list resequence TestACL 2 2 

ip access-list extended TestACL 
1 permit tcp host 192.168.8.21 addrgroup HB_WEB_DMZ eq 12040 12060 
7 permit udp 192.168.8.0 0.0.0.255 host 192.168.7.34 eq ntp domain 

ip access-list resequence TestACL 10 10 

Analysis for conflicts and redundancy (button 12)
The “Analyze” button (12) becomes active after the access list is recognized. Pressing it starts the process of analyzing access list strings for conflicts and
redundancy. A conflicting string in access list that will never work because of an upstream rule with the opposite meaning (“deny” after “permit” or vice versa).

For example, load the following ACL:

10 permit icmp any any 
20 permit tcp host 10.15.2.11 eq 1521 host 10.15.1.10 
30 deny tcp 10.15.2.0 0.0.0.255 10.15.0.0 0.0.31.255 
40 permit udp 10.15.2.0 0.0.0.255 host 10.19.9.232 
50 permit udp 10.15.2.0 0.0.0.255 host 10.19.9.120 eq syslog 
60 permit tcp host 10.15.2.11 eq 1521 host 10.15.7.11

Let’s recognize it (button 3) and press the button “Analysis” (12). The program will warn us about existing conflicts (Fig. 9):

The “Yes” button will open a window with the analysis results, including only conflicts (Fig. 10):

If you click the ‘No’ button (Fig. 9), a window will open that includes both conflicting and redundant rules.

Consider the following access-list:

10 permit icmp any any 
20 permit tcp host 192.168.1.10 host 192.168.2.20 eq 22 
30 permit tcp host 192.168.1.10 host 192.168.2.20 
40 permit ip 192.168.1.0 0.0.0.255 192.168.2.0 0.0.0.255

Analyzing such an ACL will display the following results:

Lines that describe more general rules for other more detailed rules in the ACL are in bold. In what follows, such redundant, more detailed rules will be called
derivatives. The rest of the lines (regular font) are derived rules.

By placing the cursor on a certain line with the “Ctrl” key pressed, we will receive detailed information at the bottom of the window (Fig. 12):

https://aclcheck.ru/wp-content/uploads/2022/07/sort4_en.png
https://aclcheck.ru/wp-content/uploads/2022/07/Message_conflict2_en.png
https://aclcheck.ru/wp-content/uploads/2022/07/Conflicts_result_en.png
https://aclcheck.ru/wp-content/uploads/2022/07/Analyze_result_window_en.png
https://aclcheck.ru/wp-content/uploads/2022/07/Analyze_Result_1_en.png


Fig. 13 Multiple redundancy

Fig. 14 Group rules exclusion warning

1 – result field
2 – detail field of the selected rule
3 – hierarchical detail view

In this case, rule 2 is derived from rule 3. In turn, rule 3 is included in rule 4. Visually, the level of such nesting can be determined by indenting the line to the right or
choosing a hierarchical view (3). In hierarchical view, derived rules will be displayed below the lines they are included in. In field 1, you can select the range of lines of
interest and call the context menu (right mouse button) with the following options for actions on the analysis results:

– “Copy all”. This selection copies all field 1 rules with original line numbers regardless of the selected range;

– “Copy with ‘no’ prefix”. This item will copy the rules of the selected range with the ‘no’ prefix at the beginning of each line. Line numbers are not copied. Used to
unconditionally remove lines from an ACL;

– “Copy with ‘no’ prefix redundant rules”. This item will copy the redundant rules of the selected range with the ‘no’ prefix at the beginning of each line. Line
numbers are not copied;

– “Copy with ‘no’ prefix redundant rules that do not have derived rules ”. This item works like the previous one, but for rules that in themselves do not have
redundant rules derived from them. Recommended for step-by-step removal of redundant rules from more detailed to more general. After each pass, you need to
download the updated ACL and analyze it again. This method allows you to make a decision to optimize the rules at a certain level of detail;

– “Hide the derived lines of this occurrence”. The clause excludes the current specified rule and its derivatives from the results.

Let’s load and parse the following access list:

10 permit tcp any 192.168.2.20/32 eq 22
20 permit tcp 192.168.1.10/32 192.168.2.20/32 eq 22
30 permit tcp 192.168.1.10/32 any eq 22
40 permit ip 192.168.1.0/24 192.168.2.0/24

In the analysis window (Fig. 13), the details for line 2 can be obtained in two ways:

– place the cursor on it with the “Ctrl” key pressed; 
– place the cursor on it, and then press “Enter”.

By color highlighting, it is possible to determine for which more general rules this string is derived (redundant).

It should be borne in mind that redundant access-list rows obtained from object-groups cannot be deleted, because they are not present as separate rules in the
original ACL. For this reason, if such lines are in the range for deletion, they will not be copied, and a warning will appear on the screen (Fig. 14):

In some cases, the “permit” and “deny” statements are deliberately present in certain places in the same ACL to simplify it. You should take this fact into account
and analyze such ACLs in parts: separately before the “deny” statements, separately after. Alternatively, you can parse the entire ACL, but additionally pay attention
to the ordering of conflicting lines and not remove such derived lines from the original ACL.

By default, a sign of a redundant rule is the presence of a more general rule, the set of TCP / UDP ports of which contains all the ports of the redundant rule. This
behavior of the program can be changed by uncheck the switch for analyzing individual ports from the set (checkbox 23 in Fig. 1). The analysis will take into account
the redundancy of individual ports from the entire set contained in a single ACL line.

For example, consider the following ACL:

10 permit udp host 192.168.8.10 host 192.168.7.34 eq ntp domain 
20 permit udp 192.168.8.0 0.0.0.255 192.168.7.0 0.0.0.255 eq ntp 
30 permit udp host 192.168.8.20 host 192.168.7.34 eq ntp

Uncheck “ports in the set” of switch 23 (Fig. 1).

Let’s press the button “Analysis”. In the result window that appears, holding down the “Ctrl” key, place the cursor in the first line:

Fig. 15 Result of analysis of individual ports from the set

In Figure 15, the first line is in italics. This means that not the entire rule is redundant, but only a part of the ports from the set. In this case, the first rule set
consists of 2 ports: ntp (123) and domain (53). However, the ntp port is superfluous here, since it is absorbed by the rule in the second condition in bold.

In the mode of analysis of the redundancy of individual ports from the set (checkbox 23 is deactivated), option 24 (“paranoic”) becomes available.

Let’s load the following ACL:

10 permit udp host 192.168.8.10 host 192.168.7.34 range 9000 9003 
20 permit udp 192.168.8.0 0.0.0.255 192.168.7.0 0.0.0.255 eq 9002

Let’s activate switch 24 (paranoic):

Let’s press the button “Analysis”. The result will display the partial redundancy of line 10. It should be split into two lines: the first should contain the port range
9000-9001, the second only port 9003. Port 9002 is redundant because falls under the more general rule 20. Because elimination of this redundancy leads to the
appearance of two rules instead of one, then this mode should be used in special cases. The paranoic mode is off by default.
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Fig. 16 Fragment of the list of ports and ICMP codes

Display reflected ACL (button 26)
The “Reflect” button (26) displays an ACL in which the source and destination are reversed. Such functionality may be required when changing the direction of the
ACL.

Let’s load the following ACL:

permit udp 192.168.10.0 0.0.0.255 192.168.50.0 0.0.0.255 eq syslog
permit udp 192.168.10.0 0.0.0.255 host 192.168.50.5 range snmp snmptrap
permit tcp 192.168.10.0 0.0.0.255 eq 5985 192.168.50.0 0.0.0.255
permit tcp host 192.168.10.10 eq www cmd talk 5000 5986 10.0.0.0 0.255.255.255 gt 1023
permit udp host 192.168.10.10 192.168.36.32 0.0.0.3 eq 623
permit tcp host 192.168.10.10 gt 1023 192.168.50.20 0.0.0.2 eq cmd
permit tcp 10.55.55.10 0.0.0.1 eq smtp 10.0.0.0 0.255.255.255 gt 1023

The “Reflect” button (26) will display the following result:

permit udp 192.168.50.0 0.0.0.255 eq 514 192.168.10.0 0.0.0.255
permit udp host 192.168.50.5 range 161 162 192.168.10.0 0.0.0.255
permit tcp 192.168.50.0 0.0.0.255 192.168.10.0 0.0.0.255 eq 5985
permit tcp 10.0.0.0 0.255.255.255 gt 1023 host 192.168.10.10 eq 80 514 517 5000 5986
permit udp 192.168.36.32 0.0.0.3 eq 623 host 192.168.10.10
permit tcp 192.168.50.20 0.0.0.2 eq 514 host 192.168.10.10 gt 1023
permit tcp 10.0.0.0 0.255.255.255 gt 1023 10.55.55.10 0.0.0.1 eq 25

This will replace the port names with their numeric values. It allows the new ACL to be enforced on devices other than the one from which the original ACL was
taken.

Supported protocols (button 21)
Button 21 displays a list of TCP and UDP port names supported by the program, as well as ICMP message codes (Fig. 16).

Program start options
The following exe-file launch options are provided:

/h, /?, /help – call the help of the launch parameters 
/l rus – select the Russian language 
/nm – enable the “netmask” mode 
/pa – enable the partial address match mode 
/pp – enable the partial port matching mode 
/skipicmp – enable the “ignore ICMP on partial match”.
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